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Abstract

ETL is the process of moving data from a source system (such as operational systems or a table in a database) into a structure that supports analytics and reporting (target). In a series of papers, we have shown the full life cycle of data warehouse design, build and execution.

This workshop will guide participants through a structured, hands-on exercise designed to give them a broad overview of what things we can accomplish with Data Integration Studio and load a sample star-schema. Topics include how to prepare data for use, creating transformations that enrich our data, combining it with other data for completeness and finally loading the data into tables that are part of a star schema.

The goal of this workshop will be to get users comfortable with the tool and demonstrate its capability.

Changes in Data Integration Studio 4.2

Since the original version of this workshop, a number of things have been updated in Data Integration (DI) Studio. While there have been a number of new enhancements/features, we also note that the user interface has changed considerably. This workshop has been updated to account for those changes.

Introduction

One of the first tasks that we would like to cover is a basic understanding of where tools like Data Integration Studio (DIS) fits into the SAS 9 platform and what kinds of things we can use it for in our work.

DIS is a tool specifically written for a set of users that participate in the design and construction of a data warehouse. It is important to note that we won’t attempt to try and define the term “data warehouse” expect to say that it is some data structure that is different from where the data originates. Whether we call it a data warehouse, data mart or data hut is irrelevant for this workshop. However, the goals that we hope to achieve by using a tool like this is simple: it supports the activities of those persons responsible for getting data out of the operational or transactional systems into a structure that can be used for reporting and analysis.

In this workshop, we will focus on how to use the tool, what some of its major functions are, and how we can use it to get data from the source to the target. All while paying attention to the rules and techniques that we use to perform those tasks.

For brevity’s sake, this is not a paper that will necessarily stand on its own without the aid of the exercises and workshop discussion. There are a number of other authors who have done that – either with regard to

---

the role of ETL in data warehousing (Kimball, 2004) or with respect the Data Integration Studio (Grasse and Nelson, 2006).

**The SAS 9 Platform: an Architectural Perspective**

Before we dive into the tool, it is important to understand how DIS fits into the overall SAS 9 architecture. While each customer site is different with respect to the number of servers and which SAS products are licensed, there are some fundamental similarities. In the diagram below, we note that for example, there are SAS servers and SAS clients.

![SAS Multi-Tier Architecture (Clients and Servers)](image)

**Figure 1. SAS Multi-Tier Architecture (Clients and Servers)**

The SAS clients we will discuss in this context include Data Integration Studio, the SAS Management Console and SAS Enterprise Guide. Each of these play an important role in our data warehousing activities and talk to one or more of the SAS servers such as the metadata Server, the workspace server, and the stored process server.

In this workshop, we will be interacting with one of these clients – Data Integration Studio. In order to do that, we need at least 2 servers: the metadata server and a workspace server. This should seem relatively transparent to us as users because we just launch the application, select our server and provide our credentials – and viola! – we're in and the magic is all invisible to us. But just like the first time we learned about the DATA step, we want to understand why things happen – so just as we learned about the Program Data Vector (PDV) in our first DATA step class, we will learn a little bit about how these things work behind the scenes.
In Figure 2, we note that the SAS clients (such as DI Studio) first authenticates to the Metadata Server. The role of the Metadata server is to first allow access to the SAS 9 servers and then pass on our requests to the appropriate resource. These servers (such as the workspace server) carry out the work and pass the results back to the requesting client.

Figure 2. SAS 9 Logical Architecture

The Workshop

Thus far in this paper, we’ve set the stage for the workshop. In that vein, we wanted to share some background on the data that we are going to use for the exercises below.

The example we will be using throughout the paper will be data from the Northwinds Trading Company database that is distributed with Microsoft Access. The database is an order entry system for a company that sells a broad range of consumable/food products. We selected this database for building our sample warehouse application for three reasons: (1) it is available to anyone who has MS-Access, (2) MS-Access is ODBC compliant and it was easy to get this data into SAS via SAS/ACCESS to ODBC, and (3) it provides a classic example of an operational system used in order processing that most of us have some familiarity with. After all, building a warehouse is typically done by extracting information from a transactional system and denormalizing the data and putting it into a structure more appropriate for reporting and analytics.

This particular data is a good choice since the data is relatively understandable by most everyone (people order things every day and we all eat food!) and the fact that we used this same database in an early paper on dimensional data warehousing (Nelson, 1999). In that paper we described how you would approach ETL from a classical perspective with SAS BASE. For a more detailed description of dimensional data warehousing techniques and its application to SAS – we refer you to that paper.
**THE SOURCE DATA MODEL**

 Typically the way in which we talk about a transactional system (OLTP) is by reviewing its’ ERD or entity-relationship diagram. Figure 1 illustrates the Northwind ERD.

![Northwind ERD](image)

**Figure 3. Main subject Area ERD for the OLTP Database (Source)**

The diagram shows the relationships between tables in our database. Notice that the Order table is where most tables feed. This will be a key factor in deciding which facts or subjects we want to model.

In our analysis tool, we don’t really need or want the data in that format because we would have to perform complex joins whenever we want a simple report (for example, sales by product). In the next section, we will describe a star schema that would be much more appropriate for this data (our Target).

**THE TARGET DATA MODEL**

As we prepare data for analysis and reporting, we want our data model design to reflect the careful balance between the needs of both the end user (consumer) and the technical and storage requirements. Therefore, we will create a star schema more appropriate for our needs.

In the figure below, we depict the star-schema for our data mart based on the North wind database. We can easily see the main subject areas and relationships.
The star schema model in Figure 2 is based on a central Fact Table surrounded by any number of Dimension Tables. The fact table has few columns or variables but many observations. These are linked by dimension tables that are typically short and wide, that is, many columns, and few observations.

THE BUSINESS PROBLEM
More often than not, we as technologists forget the reason that we set out to solve the problem. In this case, your task is simply to gain familiarity with a tool – Data Integration Studio. But remember, a solid understanding of the requirements for reporting and analysis is key to being successful. Just because we don’t talk about the reports or how we might want to use the data doesn’t mean that you should forget those tasks when diving into a new project. One of the ways that we described in the earlier paper (Nelson, 1999) was to learn to ask yourself: what questions do we want to answer of the data?

In our simple example described here, we want to know what the sales are for our fictitious company – Northwind Traders. We want to be able to generate reports and graphics about those sales by products and product categories, over time and categorized by customer attributes such as geographies.

Exercises
The remainder of this paper supports the steps that we would like you to follow in the Hands on Workshop. From a high level, we are going to run through a simple problem that is typical of the ETL programmer. Before we can do that effectively, we need to do some training on the basics of the tool. Once we go through how the tool works, we will run through our simple example. In this example, we will do 3 things:

1. Understanding the user interface
   - Authenticate ourselves to the metadata server
   - Review the user interface
   - Review some basic definitions
2. Creating libraries (references to data)
• Create the connection to the ODBC data source (via Microsoft ODBC Administrator)

• Creating the library in DI Studio

• Explore the data libraries that we have available to us (source)

• Add a new data library definition for our source and target tables

• Create metadata for both the source and target tables

3. Create a new “job” that consists of:

• Bringing in selected columns that we need from our source tables

• Performing some transformations in order to enrich the data

• Loading the fact tables through wipe and load (refresh)

• Loading the dimension tables using special logic

• Once the process flow has been defined, we will run the job and evaluate what happened including looking at the metadata that was generated
**Task #1: Understanding the user interface**

**Task 1 – Step A: Logging in (authentication)**

1. The first step in getting into Data Integration Studio is authenticating to the metadata server. We do this through the login prompt after launching Data Integration Studio.

   ![Login Prompt](image)

2. Select the correct metadata profile or create a new one and then provide your credentials.

   ![Credentials](image)

3. You should now be presented with the Main Interface that we can explore. When you start DI Studio, the Open a Metadata Profile window and the SAS DI Studio desktop display.

**Task 1 – Step B: Understanding the DI Studio Interfaces**

   **A. The Desktop**

   The primary interface for Data Integration Studio is shown below. We will highlight some of the things that we will use during this workshop.
Some of these include: title, menu, tool and status bars, tree view, properties pane and the job editor.

B. **Shortcuts**

Note that in previous versions of ETL Studio (former name for DI Studio), there was a shortcut bar. This has been removed from the interface.

C. **Tree view (including Folders, Inventory and Transformations)**

1. While your screen may look different, there are three primary tree views that we will use – these include:

2. **Inventory** – It organizes objects into a set of default groups, such as tables for all tables in a repository and Cubes for all cubes in a repository.

3. **Folders** – (formerly Custom) It enables you to create user-defined groups (folders and subfolders) that you can use to organize metadata objects in a way that is convenient for you.
4. **Transformation**  – (formerly process) It displays a collection of transformation templates. A transformation template is a process flow diagram that includes drop zones for metadata that the user must supply.

D. **Process Editor**

To the right of the tree viewers, we see a large blank area. Later in this workshop we will see that this becomes our main work area where we define our process flows. More on this later.

**Task 1 – Step C: A Few Definitions**

- **Sources**  – in the context of data warehousing, a source is where the data originates.
- **Targets**  – this is where the data will end up (this is the “target” table that will make up part of the data warehouse/ data mart.
- **Transformations**  – a transformation is a metadata object that specifies how to extract data, transform data, or load data into data stores. Think of these as template where we fill in the blank. Each transformation that you specify in a process flow diagram generates or retrieves SAS code. You can specify user-written code for any transformation in a process flow diagram.
- **Jobs or Process Flows**  – process flows is a visual depiction of what a job sequence looks like. It can contain any number of inputs and outputs. Inputs can be data sets, external files or databases and outputs can be tables or reports.
• **Source code** (user written or DIS generated) – Because DI Studio is built on top of the SAS 9 platform and we have the ability to use the whole of SAS, we can write our own code and include this in any transformation that we use. Source code is essentially SAS code.

• **Metadata** (and metadata objects) – metadata is “data about data” – in the context of DI Studio, metadata can help us define servers, schemas, libraries, tables, process flows, etc.

• **Authentication** – Authentication is the means by which we can guarantee that a person is who they say they are. It’s important to realize that SAS does not do this - authentication is carried out by a third party, such as MSAD, or the UNIX host, or a database such as Oracle. The means by which we authenticate can be by providing a user ID and password; a fingerprint scan; or even a retinal scan. Once we (or the SAS Server) can trust the fact that a user is who they say they are, we can make decisions about what resources this known person has access to, which seamlessly leads us into the subject of Authorization.

• **Projects and repositories** – a project in DI Studio is really just a visual way to group all of the artifacts that you have created visually. A repository is the metadata location where you want to store this information.

• **Change management** – refers to the concept of how we work as developers collaboratively and not step on each others toes (or code). In the SAS Open Metadata Architecture, this takes on the form of metadata source control, metadata promotion, and metadata replication.
**Task #2: Creating libraries (references to data)**

**Task 2 - Step A: Create the connection to the ODBC data source**

1. From the Desktop in Windows, select **Start → Control Panel → Administrative Tools → Set up Data Sources (ODBC)** (or **Set up Data Sources** in Windows 7).

2. Select the **System DSN Tab** → **Click Add** → **Select Microsoft Access Driver (.mdb)** → **Click Finish**

3. Complete the Data Source Name, description and select the Northwinds database (northwinds.mdb). For our workshop, we have placed a copy of the Northwinds.mdb file in `C:\workshop\..\data\source`.

4. Finish the wizard by clicking **OK**.

**Task 2 - Step B: Create our source library references in DI Studio**

1. First we need to create a reference to the original source data (remember, our source data is in MS Access) and we will access the data via ODBC.

2. To do this, from the Inventory tab, and right click on Library to create a new Library.
3. The **New Library Wizard** will open.

4. We are going to choose **ODBC Library**, name the Library **Northwinds** and set the libref to **SRCDATA**. Before we can continue, we need to define an ODBC Library. Select **New** when it asks you for a database server. Complete the following prompts:
   a. **Name**: *ODBC Server*
   b. **Data Source Type**: *ODBC – Microsoft Access*
   c. **Datasrc**: *Northwinds* (this is what we provided in the ODBC Administrator earlier)
   d. **Finish** the create database server wizard
5. Once the ODBC Server has been created, we can complete the **New Library Wizard**. The only remaining task is to select the SAS Server where the library will be created (SASApp).

**Task 2 - Step C: Create our Target Library references in DI Studio**

1. Create a new reference (libref) to our target database by creating a new library. To do that, simply select Libraries → (right click) New. And complete the wizard as shown below.

2. Select **SAS Base Engine Library** → Next
3. Provide a libref and click **New** to define a new path specification and then click **Next**.

4. Select **SASApp → Next**.

5. Review the information and click **Finish**.

**TASK 2 – STEP D: CREATE METADATA FOR OUR SOURCE DATA**

In order to see our source tables, we first need to register the metadata for those tables. These steps are outlined here.
1. Under the **Inventory** tab, find **Library** and expand the libraries and you should see the Northwinds library as well as the Target library.

2. Note that when we have created the reference to this data library, we don’t have any table metadata beneath the library definition. We need to import this metadata with the Source Designer so that we can include them in our process flow.

3. To register a new table for our source data, we will import the metadata by choosing **File → Register Table.** Expand the **ODBC Sources** and select **ODBC – Microsoft Access** and then click **Next.**

4. Select the **Northwinds** data as our **SAS Library** and click **Next.**
5. Our first Task is to only bring in the source tables that we will be using. In our case, we want the following tables:

- Categories
- Customers
- Employees
- Order Detail
- Orders
- Products
- Shippers
- Suppliers
6. Select the correct tables then click **Next**.

7. Review the confirmation screen and click **Finish**.

8. Note that these tables were added to our Inventory ➔ Library ➔ Northwinds. In addition, it was included in our metadata Folder.

9. We want to create two new folders to “Group” our metadata. To do that, we want to right click on the **Foundation** repository and select **New Group**.
10. Create a new folder called **Target Tables** and one called **Source Tables**.

11. Move the tables you created earlier into the folder called **Source Tables**. (To move a table, simply right click on the object and drag to the folder.

![Folder structure](image)

**Task 2 – Step E: Create metadata for targets**

1. To create the metadata for the target tables, we need to utilize the Target Designer.

2. Select the **Target Designer** from the left hand pane, select **Target Table** and click **Next**.

![Target Designer](image)

3. The first table we will create is the one of the dimension tables. Based on our data model outlined above, we will call this our **Product Dimension Table**. Click **Next**.
4. Next we have to bring in metadata from the source tables that will help us determine the correct lengths, formats and variable types. We know that product information is actually contained in two different tables in the source system: *Products*, *Suppliers* and *Categories*. So we select the columns we want from each of those tables and select them (shown on the right).
5. Select Next and we now have an opportunity to change the names of variables as well as other metadata. For our example, we will do a few things:

   a. Create a new field that will act as our surrogate key so that we don’t have to be tied to the original source system ID. (Click New beneath the column information and create a new column called ProductKey with a description of Product Surrogate Key). We also want to scroll to the right and change our new variable from Character to Numeric and create a new Index called ProductKey with ProductKey as our index variable.
6. And Finish the wizard after the confirmation screen appears. Notice that the product_dim table now shows up in our Target Tables folder!
7. At this point only the metadata exists for this next Target Table. We will soon learn how to actually populate this table. But first, we need to follow the same process to creating the other dimension and fact tables. The next three steps describe what we need in each of these tables. Note: we will not complete the steps to load the remaining dimension tables in this workshop – this is left to the student to complete on their own.

**TASK 2 – STEP F: EMPLOYEE_DIM_TABLE (EMPLOYEE DIMENSION TABLE)**
- Source data: All columns from Employee table
- New column: EmployeeKey (Description: Employee Surrogate Key)

**TASK 2 – STEP G: CUSTOMER_DIM_TABLE (CUSTOMER DIMENSION TABLE)**
- Source data: All columns from Customer table
- New column: EmployeeKey (Description: Employee Surrogate Key)

**TASK 2 – STEP H: DATE_DIM_TABLE**

<table>
<thead>
<tr>
<th>Column</th>
<th>Description</th>
<th>Variable Type</th>
<th>Length</th>
<th>Format</th>
<th>Informat</th>
</tr>
</thead>
<tbody>
<tr>
<td>DateKey (Index)</td>
<td>Date Surrogate Key</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Date</td>
<td>Date</td>
<td>Numeric</td>
<td>8</td>
<td>Datetime20.</td>
<td></td>
</tr>
<tr>
<td>Week</td>
<td>Week Number</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Month</td>
<td>Month</td>
<td>Numeric</td>
<td>8</td>
<td>Month.</td>
<td></td>
</tr>
<tr>
<td>Qtr</td>
<td>Quarter</td>
<td>Numeric</td>
<td>8</td>
<td>Qtr.</td>
<td></td>
</tr>
<tr>
<td>Year</td>
<td>Year</td>
<td>Numeric</td>
<td>8</td>
<td>Year.</td>
<td></td>
</tr>
</tbody>
</table>

**TASK 2 – STEP H: ORDER_FACT_TABLE**

<table>
<thead>
<tr>
<th>Column</th>
<th>Description</th>
<th>Variable Type</th>
<th>Length</th>
<th>Format</th>
<th>Informat</th>
</tr>
</thead>
<tbody>
<tr>
<td>OrderKey (Index)</td>
<td>Order Surrogate Key</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>CustomerId</td>
<td>Customer ID</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>EmployeeId</td>
<td>Employee ID</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>OrderDate</td>
<td>Date</td>
<td>Numeric</td>
<td>8</td>
<td>Date.</td>
<td></td>
</tr>
<tr>
<td>ShipperKey</td>
<td>Shipper Key</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ProductId</td>
<td>Product Id</td>
<td>Numeric</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>UnitPrice</td>
<td>Price per unit</td>
<td>Numeric</td>
<td>8</td>
<td>Dollar10.2</td>
<td></td>
</tr>
<tr>
<td>Quantity</td>
<td>Quantity</td>
<td>Numeric</td>
<td>8.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>----------</td>
<td>----------</td>
<td>---------</td>
<td>----</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Discount</td>
<td>Discount</td>
<td>Numeric</td>
<td>8.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
**Task #3: Loading the Data Warehouse: Creating the Process Flow**

Now that we have created all of the metadata that we need for the Source and Target tables, we are ready to begin creating the job that will actually populate our data mart.

We will first populate the dimension tables. The only one that will be a little different is the Date Dimension table since we just need to create a range of dates along with the other columns and that is not really something we load from the source tables. This also gives us a chance to create our own custom code. On your own, write a custom transformation that will load a Date dimension table.

The first step is to create a new job. To do that, we select File → New → Job from the top menu. We will create one of these for loading the Fact table and each of the Dimension Tables (Customer Dimension, Employee Dimension, Date Dimension and the Products Dimension Table.)

**Task 3 – Step A: Create the Orders Fact Table**

1. Let’s start with the Orders Fact Table:

<table>
<thead>
<tr>
<th>Step</th>
<th>Description</th>
<th>Screen Shot</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>New job (from the File → New → Job menu)</td>
<td><img src="image" alt="New Job Screen Shot" /></td>
</tr>
<tr>
<td>2</td>
<td>The process editor is displayed. We want to find the SQL Join Transformation (Transformations → Data) and drag that onto the process flow diagram.</td>
<td><img src="image" alt="SQL Join Screen Shot" /></td>
</tr>
</tbody>
</table>
3. From the **Inventory** Tab, drag the **Orders** table and the **Orders Detail** onto the process flow diagram. Join the tables to the SQL Join Transform by selecting the grey box and drawing to the transform.

Right click on table icon on the right hand side of the SQL Join Transform. Select the **Replace** option.

4. Navigate to the order_fact Target table and select ok.
5. Map the *ShipperKey* that we renamed above to the *ShipVia* column found in the *Orders* table. (We do this by right clicking on the loader icon and choosing **Properties ➔ Map Columns**. The click on *ShipVia* and drag across to *ShipperKey*. Click ok.

6. The last step is to test our job to see if it runs correctly. At the top of the Process Editor, select **Run**. If all goes well, we can view the log and open the dataset.

---

**Task 3 – Step B: Create the Product Dimension Table:**

We are going to load the Target Table `product_dim`. There are three basic steps to do so:

1. Add the source tables
2. Add the required transforms
3. Add the target table
4. Set the properties so that the data flows from left to right through our process flow.

<table>
<thead>
<tr>
<th>Step</th>
<th>Description</th>
<th>Screen shot</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>New job (from the File → New → Job menu)</td>
<td><img src="image1.jpg" alt="Screen shot" /></td>
</tr>
</tbody>
</table>
| 4    | The default Process is displayed. We need to add two custom transforms to our process:  
• Surrogate Key Generator  
• SQL Join | ![Add the Surrogate Key Generator](image2.jpg)  
Add the SQL Join Transformation:  
Add a third input table: |
Drag and drop the source tables onto the transformation: (Products, Suppliers, Categories) and connect all of the transformations.

5. Once the process has both transformations, modify the mappings found in the SQL Join to only bring in the columns we want.

6. For the surrogate key generator, we need to customize a few options. Add ProductKey to the target table. To do this, select Mapping tab, right click somewhere in the target table and select Add Column. The properties for this new column are:

- **Column**: ProductKey
- **Column Description**: Product Surrogate Key
• Type: Numeric

• Length: 8

And remove the non-mapped columns (EXCEPT ProductKey)

Next, right click on the Surrogate Key Generator transform and select Properties:

• Select the Options tab and select Target Table and Key Columns from the left hand panel.

• Change the target table to product_dim.

• Select the surrogate key column (ProductKey)

• Select the Business Key Column (ProductID).

• Select ProductID and move the field to the right hand column

Finish by clicking OK.
The last step is to test our job to see if it runs correctly. Right click on the process we just created and select **Submit Job**. If all goes well, we can view the log and open the dataset.

**Exercise Summary**

In the steps above, we just loaded two tables – a fact table and a dimension table. We hope that you continue your education by trying to load the rest of the dimension table at home. You should also play around with Data Integration Studio and learn all you can about its capabilities. In the next section, we will highlight some additional reading on topics that you will no doubt want to learn about as you really try to use this for real work.
Advanced Topics

While the intention of this workshop is not to leave the reader completely satiated with regard to the entire menu of capabilities found within DIS, we did want to leave you with a few pointers to how you can find more information on some important topics. We have outlined what we believe are the key tasks that are required to really implement a solution with DIS.

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description/ Purpose</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Data Integration Studio</strong></td>
<td>The references here are general resources if you want more information on the product and general data warehouse design concepts.</td>
<td><a href="http://www.sas.com/resources/factsheet/sas-enterprise-data-integration-server-factsheet.pdf">http://www.sas.com/resources/factsheet/sas-enterprise-data-integration-server-factsheet.pdf</a></td>
</tr>
<tr>
<td><strong>Loading Techniques</strong></td>
<td>DI Studio can effectively load data into a target table using any number of out of the box approaches. These include wipe and load (refresh), append or update. For Type 2 changes in dimensions, SAS has a transformation included. Of course for complex rules about slowly changing dimensions, you can always write your own code.</td>
<td><a href="http://support.sas.com/resources/papers/proceedings10/116-2010.pdf">http://support.sas.com/resources/papers/proceedings10/116-2010.pdf</a></td>
</tr>
<tr>
<td></td>
<td></td>
<td><a href="http://support.sas.com/documentation/cdl/en/etlugg/62233/HTML/default/p1anl0j1d1yczn1ismualnzurv3.htm">http://support.sas.com/documentation/cdl/en/etlugg/62233/HTML/default/p1anl0j1d1yczn1ismualnzurv3.htm</a></td>
</tr>
<tr>
<td><strong>Scheduling</strong></td>
<td>DI Studio comes with LSF Scheduler from Platform Computing. To schedule a job from DI Studio, you simply provide the deployment information when you right click the job and choose deploy for scheduling.</td>
<td><a href="http://support.sas.com/kb/24/371.html">http://support.sas.com/kb/24/371.html</a></td>
</tr>
<tr>
<td></td>
<td></td>
<td><a href="http://support.sas.com/kb/24/371.html">http://support.sas.com/kb/24/371.html</a></td>
</tr>
<tr>
<td><strong>Exception Handling</strong></td>
<td>As with any good data warehouse, you will want to configure your code in such a way as to provide proactive notification that something went wrong (or some cases - right). There are a number of options available in DI Studio and third party options that allow for this.</td>
<td><a href="http://support.sas.com/documentation/cdl/en/etlugg/62233/HTML/default/n17zhxedfa9a9n1kbeamy">http://support.sas.com/documentation/cdl/en/etlugg/62233/HTML/default/n17zhxedfa9a9n1kbeamy</a> rsvi2.htm</td>
</tr>
<tr>
<td></td>
<td></td>
<td><a href="http://www.thotwave.com/products/event-system">http://www.thotwave.com/products/event-system</a></td>
</tr>
<tr>
<td><strong>Building cubes</strong></td>
<td>Once the data warehouse is loaded, often aggregate tables will be constructed. To learn more about building cubes with SAS, refer to these sources.</td>
<td><a href="http://support.sas.com/documentation/cdl/en/bidsag/61236/HTML/default/a003137958.htm">http://support.sas.com/documentation/cdl/en/bidsag/61236/HTML/default/a003137958.htm</a></td>
</tr>
<tr>
<td>Concept</td>
<td>Description/ Purpose</td>
<td>References</td>
</tr>
<tr>
<td>-------------------------------</td>
<td>----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
<td>-------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
</tr>
</tbody>
</table>
| **Surrogate key generator**   | In data warehousing, it is beneficial to have a key for your fact tables that are not the same as your business keys. The Surrogate Key Generator transformation enables you to create a unique identifier for records, a surrogate key. The surrogate key can be used to perform operations that would be difficult or impossible to perform on the original key. For example, a numeric surrogate key could be generated for an alphanumeric original key, to make sorting easier. | http://www.dmreview.com/article_sub.cfm?articleId=6136  
See the SAS help for DI Studio for the following topics:  
• Example: Load an Intersection Table and Add a Surrogate Key |
| **Slowly changing dimensions**| A technique described by Ralph Kimball that is used to track changes in a dimension table. A type 1 SCD is updated by writing a new value over an old value. A type 2 SCD is updated by creating a new row when a value changes in an old row. A type 3 SCD is updated by moving an old value into a new column and then writing a new value into the column that contains the most recent value. | See the SAS help for DI Studio for the following topics:  
• Maintaining Slowly Changing Dimensions  
http://www.dmreview.com/article_sub.cfm?articleId=2998  
http://support.sas.com/documentation/cdl/en/etlug/60948/HTML/default/p135ya247x8sr1n1gu7wzi7cps9.htm |
| **User written components (transforms)** | There is no doubt that at some point, you will need to do something different that what DI Studio has to offer. For that, we have the facility for writing your own extensions or custom transformations. | http://support.sas.com/documentation/cdl/en/etlug/62233/HTML/default/n0072r3b2bwjmn18099rg3vqist.htm |
| **Impact analysis**            | A search that seeks to identify the tables, columns, and transformations that would be affected by a change in a selected table or column. See also transformation, data lineage. | See the following topics in the DI Studio Help:  
• Using Impact Analysis and Reverse Impact Analysis |
| **Promotion and team development** | For setting up and managing team development environments. Metadata can be managed in such a way as to facilitate change management. | http://support.sas.com/documentation/cdl/en/bidaag/61231/HTML/default/viewer.htm#a003043244.htm |
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