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ABSTRACT
Double programming is a must in validating databases, tables and listings. However, once these objects are produced twice, how to compare them in an efficient and free of oversight way? This paper describes our process of validation that ensure a fast and high quality validation process.

INTRODUCTION
The purpose of a validation plan is to describe the validation activities performed for checking errors in databases, tables, listings and figures produced. All the objects (datasets and outputs) that require validation have to be listed in it. Three levels of validation exist:

- Most Critical (MC): for datasets and outputs deemed “most critical”, double programming by an independent (i.e. the owner of the object and the validator of the object are different persons) statistical programmer will be performed.
- Critical (C): For datasets and outputs deemed critical, validation by an independent (i.e. the owner of the object and the validator of the object are different persons) statistical programmer or statistician will be performed. This may be a check against another validated source or a subset of another validated source/object (e.g. a figure produced in support of a summary table may be checked against that table). Validation does not have to be double programmed.
- Non-Critical (NC): For datasets and outputs deemed non-critical, validation in the form of manual review (e.g. object review or code review) by an independent (i.e. the owner of the object and the validator of the object are different persons) statistical programmer or statistician will be performed.

Once the validation level of objects has been set, a tracking sheet describing the activity of the team working on the project needs to be compiled. This document usually includes (both for datasets and outputs) for each object:

- validation level
- priority
- main programmer
- status (ongoing / ready for validation / final)
- date linked to the status
- program used for creating the object
- validation programmer
- validation status (fail / ongoing / validated)
- date linked to the validation status
- program used for validating the object
- comments

Both main and validation programmers keep this documents updated to let each other know the state of art of each object and to exchange information with the “comments” column, which mainly contains the findings arisen by the validators.

When the objects to be compared have validation level MC, once the double programming has been performed several procedures exist for comparing results produced, but most of them does not take in account all aspects they should.

After an overview of the common methods used, our way of proceeding is explained, highlighting the most useful aspects of it.

COMPARING TWO DATASETS
PROC COMPARE in SAS System® is the most common procedure for comparing two datasets.

Anyway, most of the time, some aspects in this procedure are difficult to check (e.g. missing observations, missing variables) or the result does not help sufficiently to understand where the difference is. If the datasets do not have the same number of rows, the comparison of values in the same variable is out of phase and to understand where
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the differences are could be really challenging. Moreover, the output is huge and the risk of getting lost in it is high. Summarizing, most of the users find its output not user-friendly, especially when there are differences in datasets. Other times some differences are highlighted when not useful, let's think for example to the difference in the umpteenth decimal value due to rounding.

OUR SOLUTION: THE MACRO %DBCOMPARE

The macro %dbcompare we are using has many advantages that can be summarized by steps. Firstly, with PROC CONTENTS, this macro allows the user to check if the datasets in input are comparable. A list of variables present in one but not in the other dataset are listed.

WARNING: the data sets are not comparable because they have different variables
VARIABLE=TRTBDY LENGTH=8 FROM:main.dataset

Anyway, these differences (if any) do not stop the macro that goes through comparing the format and length of variables.

ERROR: the data sets are not comparable because they have different types:
VARIABLE=TRTBDY TYPE=NUM LENGTH=8 FROM:main.dataset
VARIABLE=TRTBDY TYPE=CHAR LENGTH=10 FROM:qc.dataset

Both information are clearly outputted in the log of SAS System® as shown above. Once the differences in types are fixed we can go on with the last step of the macro. This consists in showing in a dataset the observations without an equal counterpart in both datasets, specifying from what dataset they come from. This allows the user to simply order this output dataset to check the differences between observations, as shown in the below example.

Moreover, this macro has two really important skills. To avoid a lot of differences in the output dataset, the user can input the variables that he/she wants to exclude from comparison. For example, once we find a difference in the calculation of a score, it is useful to remove the differences generated by this and check for other differences one cannot notice because of too many errors in output.

The following example shows this situation:

We can easily notice from the output dataset a difference in the calculation of Body Mass Index score. Once we take note of this we can run again the macro excluding that variable, obtaining as output:
Now that BMI differences have disappeared, we can notice another difference, this time on Country variable. The other important skill is the possibility of comparing not only two datasets, but also two whole libraries. This is possible if the datasets to be compared inside the libraries are called with the same name. For each pair of datasets with the same name, the macro creates a different output dataset.

**STILL PROBLEMS? THE LAST SOLUTION: BEYOND COMPARE®**

Sometimes it happens the %dbcompare macro outputs observation that seems to be equal and the user cannot find what the difference is. This can occur because of difference in an umpteenth decimal value that SAS System® rounding differently, based on the computer the user is using. If this is the case or if you simply want a good alternative, the definitive solution is to use Beyond Compare®.

Beyond Compare® allows the user to perform directly comparison between folders, text, and other types of file. Once we exported the datasets to be compared (for example in a txt format) we can compare these with this program.

The rows with the symbol ≠ highlighted in red are the datasets with differences. Clicking on them a new tab will appear that allows the user to check for these differences.
In the above example the same two differences found with %dbcompare are discovered by Beyond Compare®, with the big advantage that this comparison is not affected by SAS System® rounding problem because it compares only what is displayed.

COMPARING TABLES, LISTINGS AND GRAPHS

Depending on the format tables and listings are produced, different ways of comparing these outputs exist. Not to mention the countless errors one cannot find comparing tables and listings simply looking at them, we think the best way for perform the validation is to produce tables and listings in Microsoft Word® or Rich Text formats and check them with a program that permits to compare all the outputs automatically and mark only the outputs with different values. Despite the large use of SAS System® PROC REPORT, we think this is not the best for producing outputs to be than compared. We created for this purpose a macro that allows the user to create tables and listings completely in text characters. As an example, the shell table below shows the baseline characteristics of subjects:

<table>
<thead>
<tr>
<th>Study: SOL</th>
<th>C litter: Analysis set: &lt;analysis set&gt;</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Treatment A</td>
</tr>
<tr>
<td>Age at screening (years)</td>
<td>XX</td>
</tr>
<tr>
<td>Mean</td>
<td>XX</td>
</tr>
<tr>
<td>SD</td>
<td>XX</td>
</tr>
<tr>
<td>Median</td>
<td>XX</td>
</tr>
<tr>
<td>Q1, Q3</td>
<td>XX</td>
</tr>
<tr>
<td>Min, Max</td>
<td>XX, XX</td>
</tr>
<tr>
<td>Sex [n (%)]</td>
<td>Male</td>
</tr>
<tr>
<td>Female</td>
<td>XX</td>
</tr>
<tr>
<td>Height (cm)</td>
<td>n</td>
</tr>
<tr>
<td>Mean</td>
<td>XX</td>
</tr>
<tr>
<td>SD</td>
<td>XX</td>
</tr>
<tr>
<td>Median</td>
<td>XX</td>
</tr>
<tr>
<td>Min, Max</td>
<td>XX, XX</td>
</tr>
<tr>
<td>Weight (kg)</td>
<td>n</td>
</tr>
<tr>
<td>Mean</td>
<td>XX</td>
</tr>
<tr>
<td>SD</td>
<td>XX</td>
</tr>
<tr>
<td>Median</td>
<td>XX</td>
</tr>
<tr>
<td>Q1, Q3</td>
<td>XX</td>
</tr>
<tr>
<td>Min, Max</td>
<td>XX, XX</td>
</tr>
<tr>
<td>BMI (Kg/m²)</td>
<td>n</td>
</tr>
<tr>
<td>Mean</td>
<td>XX</td>
</tr>
<tr>
<td>SD</td>
<td>XX</td>
</tr>
<tr>
<td>Median</td>
<td>XX</td>
</tr>
<tr>
<td>Q1, Q3</td>
<td>XX</td>
</tr>
<tr>
<td>Min, Max</td>
<td>XX, XX</td>
</tr>
</tbody>
</table>

BMI = Body Mass Index = Weight [kg] / (Height [m])²

Table name - Produced by IDO on ddmmyyyy.blram (CMY), Data extraction date: ddmmyyyy
Program: program_name.sas
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USING BEYOND COMPARE® FOR TABLES AND LISTINGS

As shown for the dataset comparison, Beyond Compare® is really simple to use.

Once the user performs the comparison of outputs, three symbols are shown:

- \( \equiv \) means that outputs are identical
- \( \sim \) means that outputs are identical not considering the exceptions we put in the program
- \( \neq \) means that outputs are different

Following the example done in dataset comparison section, we notice both main listing and table of demographic characteristics are different to their validation version.

Clicking on the error symbol of the listing, the following screen will appear:
The rows with differences are highlighted in red.
At the top left of the screen there is a sort of summary indicating the differences in the rows:
- Red rows indicate the differences
- Blue rows indicate the exceptions

The exceptions are a useful facility for avoiding the program to output as errors all that difference that we don't want to consider. The above example includes as exceptions all the lines starting with the words “Produced” or “Program”: this way all the differences in user, date and time of production and name of programs will not be considered.

As shown in the above pictures, the user has a huge amount of options to choose for setting up the exception. These two are the settings applied in the example of the demographic characteristics table.

USING BEYOND COMPARE® FOR GRAPHS
Beyond Compare® is a useful tool also for comparing graphs. In the example below, we can clearly see a difference in the red Kaplan-Meier curve.

Beyond Compare® processes the graphs and outputs a new graph with the differences marked in red:
Even if usually the graphs are compared with tabular data and double programming is not really used for this purpose, this featuring is useful to perform comparisons between two different deliveries (for example for Data Monitoring Committee) to check what changed in the new delivery compared with the old one.

CONCLUSION
Programmers in charge of validating datasets and outputs must be aware that they not only have to focus on the outputs to be produced, but also on the way they have to compare them to the main outputs. This way must be as much as possible free of errors. The best and less time-consuming method for us is the one described in this paper.
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