Many SAS MACRO users have found that they can use 'if-then' to replace '%if-%then' in their SAS MACRO programs. The SAS user manual 'SAS Guide to Macro Processing' did not show the difference clearly, so some people wonder when '%if-%then' should be used in their MACRO programs.

It is TRUE that in some cases, either 'if-then' or '%if-%then' works. But they are different.

The main differences between %if-%then and if-then are:

1. '%if-%then' can ONLY be used in the MACRO program (whether inside the DATA step, or outside) and 'if-then' is ONLY used inside the DATA step (whether MACRO or non-MACRO). Please see an example:

   %let z=3;
   data test;
   x=1;
   y=1;
   run;
   %macro diff (v)
     %if &z=&v %then %do
       proc print data=test
     run
     %end
   %mend diff
   %diff (3)

   Then %diff(3) will print the data and %diff(5) will not print. But you can not replace '%if-%then' by 'if-then' in this case. If you do, you will have compile errors because now 'if-then' is used outside the data step. This probably is the major difference between 'if-then' and '%if-%then'. If you understand this point, you probably will do fine with '%if-%then'.

2. In the DATA step, you can use 'if' alone to do logical comparison. But you can not use '%if' alone. You also can not use '%else' alone without '%do; %end' pair.

3. '%if-%then' uses MACRO variables in logical expressions and can not refer to DATA step variables in logical expressions (you can not write: %if x=1 %then %do; because x is not a MACRO variable), while 'if-then' can use MACRO variables or use DATA step variables in logical expressions. This is the further explanation of (1).

4. '%if-%then' in MACRO determines what text should be copied to the input stack. When you use 'if-then' inside a MACRO (or non-MACRO), it does logical comparison to determine what DATA step statements should be executed. This is also a further explanation of (1).

The following example shows if no % used, the output is not right:

   DATA test;
   infile cards delimiter=',';
   length codes state $2 vote 8;
   input codes state vote cards;
   Y, WA, 1235
   N, WA, 3210
   Y, CA, 18990
   N, CA, 21222
   ;
   data why;
run;
%macro show(param);
data why;
set test;
if &param=codes then do;
  if codes='Y' then do;
    vote=vote*100;
  end;
end;
else if &param=state then do;
  if state='CA' then vote=vote*100;
end;
else vote=.;
proc print data=why;
run;
%mend;
%show(codes)

<table>
<thead>
<tr>
<th>OBS</th>
<th>CODES</th>
<th>STATE</th>
<th>VOTE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Y</td>
<td>WA</td>
<td>.</td>
</tr>
<tr>
<td>2</td>
<td>N</td>
<td>WA</td>
<td>.</td>
</tr>
<tr>
<td>3</td>
<td>Y</td>
<td>CA</td>
<td>.</td>
</tr>
<tr>
<td>4</td>
<td>N</td>
<td>CA</td>
<td>.</td>
</tr>
</tbody>
</table>

In the output, we have a new variable 'code' which was not we intended to do (you can change 'code' to 'codes' to see what will happen). The following is the output after using %show(codes)

<table>
<thead>
<tr>
<th>OBS</th>
<th>CODES</th>
<th>STATE</th>
<th>VOTE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Y</td>
<td>WA</td>
<td>123500</td>
</tr>
<tr>
<td>2</td>
<td>N</td>
<td>WA</td>
<td>3210</td>
</tr>
<tr>
<td>3</td>
<td>Y</td>
<td>CA</td>
<td>189900</td>
</tr>
<tr>
<td>4</td>
<td>N</td>
<td>CA</td>
<td>21222</td>
</tr>
</tbody>
</table>

The following will generate what you really want, if '%' is added:

DATA test;
infile cards delimiter=',';
length codes state $2 vote 8;
input codes state vote;
cards;
  Y, WA, 1235
  N, WA, 3210
  Y, CA, 189900
  N, CA, 21222
;

In this case, '%if-%then' SEEMS WORKING the same way as 'if-then'. But if you use 'code' you will find the difference immediately. Also you can NOT use '%else vote=.;' You can only use '%else %do;
vote=.;%end;'
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