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Abstract

UNIX is a powerful operating system which has developed into one of the most versatile computing environments. By virtue of it’s power, flexibility and openness, the UNIX operating system and it’s variants have at their disposal a variety of advantages for the SAS programmer/developer. This paper will focus on one particular aspect of the UNIX environment which enables SAS programs to capture information passed along by the operating system: the UNIX shell.

The goal of this paper is not to teach you UNIX or how to write sophisticated shell programs. Instead, we aim to give you a general understanding of shells, shell programming, and other shell concepts, and to show you how you can take advantage of them when using SAS in a UNIX environment. Part I of this paper deals exclusively with shells and shell concepts. Part II talks specifically about how you can use those concepts when programming in SAS.

A Shell is a Command Interpreter

A shell can be loosely defined as any program in UNIX whose function is to interpret and execute commands. A shell can carry out this function in either batch or interactive modes. In interactive mode, a shell will most often provide you with a prompt where you can type a variety of commands. When you first login to a UNIX system, you are typically presented with such a prompt, unless you are using a Graphical User Interface, such as the X-Windows system, that has been configured to hide this prompt from you. In batch mode, shells are used to create programs made up of specific commands. These programs are called "shell scripts".

The Login Shell

As we stated before, a shell is a command interpreter. A command interpreter is a program designed to interpret and then help execute your commands. When you login interactively to a UNIX session, you will, of course, want to execute some commands. So, every account on a UNIX system is designated to automatically start a specific program when the user of that account logs in. This program is generically referred to as the user's login shell. Typically, this shell is a program that presents the user with some sort of command prompt. Because the look of the command prompt can be easily customized, its look can vary greatly from machine to machine, but if you were to login to a machine named "groucho", the command prompt might look like this:

groucho% 

Some UNIX accounts have been customized either by the owner of the account or by the system administrator of the machine so that after the login shell first starts it will automatically start some sort
of Graphical User Interface (GUI) like X-Windows, when the user initially logs in. These accounts may not immediately present a command prompt, but the owner can easily start some sort of command window in order to get access to a command prompt.

At the command prompt, you could type any number of commands like "ls", "cp", "mv", "rmdir", "mail", etc. When you do type in a command, the shell will act as a command interpreter. This means that the shell will evaluate your command, and then pass it on to the operating system for execution.

During your entire UNIX login session, this initial shell program is always running. In fact, your login session is terminated by definition when your login shell ends or exits. The command to end most login shells is probably familiar to you: "logout".

To summarize, when you login to an interactive UNIX session, your login shell automatically runs, presenting you with a command prompt, accepting commands, and acting as a command interpreter. When this shell program ends, so does your login session.

**Specific Shells**

So far, we've been talking about shells in generic terms. Specifically, though, there are a wide variety of shells from which to choose. Each has its own list of features. Examples of some such features are the ability to scroll through an edit a set of previously executed commands and the ability to create customized commands known as "aliases". Some of the most popular shells are the C-shell (csh), the Bourne Shell (sh), the Korn Shell (ksh), the Tcsh (tsh), and the Bourne Again Shell (bash).

The Bourne shell is essentially the original shell. Although it is rarely used for interactive work today, it is still used regularly for shell programming. The C-shell, developed at Berkeley, was designed with interactive use in mind. It is the standard shell on very many UNIX systems, and it can be argued that it is the most popular interactive shell in use today. The Korn Shell is the standard shell under System V, Release 4 UNIX. It is a superset of the Bourne Shell, providing many enhanced features. The Tcsh, available free from Cornell, is a very popular enhanced version of the C-shell. Bash, a derivative of the Bourne shell, is the shell offered by the Free Software Foundation. It is also the standard shell on the Linux operating system. Basically, almost all shells fall into one of two classes: those derived from the Bourne shell and those derived from the C-shell.

Each of these shells share similarities, but they are all different. So, commands that work on one UNIX account may not work on another account on the same system; it all depends on which shell you are using. On many systems, the user can choose to change their default shell at any time. The commands "chsh" (Change Shell) and "passwd -s" are often used for this procedure. Once you change your default shell, you'll have to log out and log back in to start using the new shell.

**Local Commands and Internal Commands**

Most of the commands that you type at the shell prompt, like "ls", "mv", "rmdir", etc., are actually programs that reside on the system on which you are working. When you type commands like these, the shell instructs the operating system to load the command from disk and to run it. However each shell also comes with a set of its own internal commands. Each shell's own set of internal shell commands is what makes each shell different from the rest. For example, if you are using the C-shell, and you type the command "limit", you'll get a list of various resource limits that have been specified for your account. However, the "limit" command does not exist in the Korn or Bourne Shells. If you were to type the command in one of those shells, you'd get a command not found type of error.

**Shell Scripts**

We've been talking about the use of shell programs as interactive command interpreters. Shells can also be used in a batch mode in a form called a "shell script". A shell script is simply a list of commands organized together to create a program. To help organize these commands, each shell also has its own set of language commands, or programming construct syntax. The simplest type of shell script does not contain any of these programming constructs, but consists only of several single commands, each on a line. For example, the following shell script renames the file job3.sas to current.sas, runs the sas job current.sas, and then prints the current date and time:

```bash
mv job3.sas current.sas
date
```

A more complicated script might first to check to make sure that the file job3.sas exists before doing anything else. If you were using the Bourne shell or one of its derivatives, an example would be:

```bash
if [ -f job3.sas ]; then
  mv job3.sas current.sas
date
else
```
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Actually Running a Shell Script

At this point, we've seen a couple of shell script examples, but we haven't discussed exactly how to get those scripts to run. Let's assume that you wanted to run the shell script in the previous example. The first step is to type the script into a file. There are lots of ways to do this, but using your favorite editor is probably the easiest. Assume that you called the file *myscript*. After saving the file, the next step is to mark the file as being *executable*. To do this, type the UNIX command:

```bash
chmod +x myscript
```

You can now run the script by typing the command:

```bash
./myscript
```

The "./" prefix indicates that the file is located in the current directory. It may or may not be necessary to use this prefix, depending on how your account is configured.

When you run a script like this, the commands are executed using an instance of the same type of shell that you happen to be using as your interactive or login shell. Remember that we said that the above script was written to be run under the Bourne shell or one of its derivatives. That means that the script would work just fine if we happened to be using one of those shells, but that it would produce errors if you were using a different type of shell, like the C-shell.

So that shell scripts don't have to be dependent on the type of shell being used when they are called, a method exists for you to specify a specific shell to be used with your shells scripts. To make this specification, simply add a new line to the top of the script. This line will consist of the characters "#!/" followed by the full path name of the shell that we wish to use. In UNIX, most shells are located in the `/bin` subdirectory. So, if we wanted our second example to run under the Bourne shell, it would become:

```bash
#!/bin/sh
if [ -f job3.sas ]; then
  mv job3.sas current.sas
  sas current.sas
date
else
  echo job3.sas is not found
fi
```

That first line will force the program to run under the Bourne shell, so you won't get any errors when you run it, no matter which shell you happen to be using interactively.

Subshells

When you run a shell script, the operating system actually starts up a brand new instance of the shell necessary to run the script. For example, if you were using the C-shell interactively, and you ran our Bourne shell example from the previous section, the operating system would start running a brand new Bourne shell (the `/bin/sh` program) instance. This shell would continue to run until it had finished executing the script.

Whenever a program starts a new instance of a shell, that new shell is called a *subshell*. Running shell scripts is one of the most common ways that subshells are created. However, you can also create a subshell interactively. For example, suppose you are using the C-shell as your login shell, but that you wanted to start a Bourne subshell so that you could type some commands that were only available in the Bourne shell. To do this, you could simply type the command:

```bash
/bin/sh
```

at the command line. After doing this, you might get a different command prompt, depending on how your account and system have been configured. Although your environment may appear similar after typing this command, it's definitely not the same as it was before typing the command. Before, you were using the C-shell. Now, you're using the Bourne shell. The "exit" command can be used to terminate a subshell. So to get back to your original shell, simply type the command "exit".

Note that the "logout" command can not be used to exit from a subshell. That's because even though the subshell might be interactive, it's not a login shell, and the "logout" command is only used to terminate a login shell.

One thing that makes subshells interesting is that they inherit properties from the programs (usually other shells) that call them. We'll discuss more on that topic in the "Shell and Environment Variables" section below.

"Sourceing" a Script

In most cases, when you run a shell script, you want it to be executed by a brand new shell instance - a subshell. However, there are times when you might want the commands in your script to be executed by the specific shell instance that you are currently using. This is commonly called "sourceing" the script. The syntax for sourceing depends on what
shell you are using. To source a script in the C-shell or one of its derivatives, type the command "source scriptname". To source a script in the Bourne shell or one of its derivatives, type the command ". scriptname" (note that in this case, the period is used as an actual command). So, if you were using the Bourne shell and wanted to source the myscript script that you created earlier, you would type:

```
. myscript
```

Any special "#!" shell definition will be ignored when sourcing a script. Because sourcing a script always runs it under the current shell, that script must be written for that particular type of shell.

**Startup File Explanation**

When each shell first starts, it normally processes one or more special shell scripts automatically. You can use these scripts to help customize your general shell scripts and your account. Which special scripts get run depends on which shell you're using, and on whether or not the shell is a login shell. Here is a table of some common shells, and which scripts get executed automatically when they run.

<table>
<thead>
<tr>
<th></th>
<th>csh/tsh</th>
<th>sh</th>
<th>ksh</th>
</tr>
</thead>
<tbody>
<tr>
<td>Always</td>
<td>.cshrc</td>
<td>NONE</td>
<td>.kshrc 1</td>
</tr>
<tr>
<td>Login</td>
<td>.login</td>
<td>.profile</td>
<td>.profile</td>
</tr>
</tbody>
</table>

In order to work, these files should be located in your home directory (the directory where you are located when you first login). When most accounts are created, one or more of these files are usually created and put in your home directory automatically. Your systems administrator may also have some system-wide startup scripts that run whenever a shell is started. If so, the system-wide scripts will be run before the startup scripts in your home directory get run.

Note that all shell startup scripts are sourced, meaning that a new subshell is not created when they run. Instead, the commands in the startup scripts are executed by the shell that is starting.

---

1 The .kshrc file will not run unless the ENV environment variable is set to "$HOME/.kshrc". This is usually done in .profile. The value of ENV can really be anything; .kshrc is a standard convention. See the "Shell and Environment Variables" section for a general discussion of environment variables.

So, assume that your login shell is the C-shell. When you first login, the .cshrc script will run, as it always does when an instance of /bin/csh starts. Then, the .login script will run, because it's a login shell. If you were to type the command "/bin/csh" to start a new C-shell subshell, then only the .cshrc script would run.

Although the topic will not be discussed in this paper, it is possible to pass special flags to a script to prevent it from running startup scripts.

**Shell and Environment Variables**

When working and programming with shells, it is often useful to create and set what are known as "shell variables". While almost any shell will support the use of shell variables, the syntax for defining and using those variables varies from shell to shell.

Creating a shell variable is easy. In the C-shell and its derivatives, the command is:

```
set variable-name=value
```

In the Bourne shell and its derivatives, the command is:

```
variable-name=value
```

If you were using the C-shell, you could type the following command to create a variable called *fruit* and assign it the value *apple*:

```
set fruit=apple
```

The command in the Bourne shell would be:

```
fruit=apple
```

Shell variables are referenced by placing a dollar sign ($) in front of their name, so to print the value of the variable *fruit*, you could type:

```
echo $fruit
```

This command would work no matter what shell you were using.

You can create and use shell variables both interactively and within shell scripts. Note that shell variables, in their simplest form, only exist within the shell or subshell that created them. Once that shell ends, the variable definition vanishes. Likewise, if one shell starts a subshell, the shell variables from the first shell will not be visible to the subshell.

Because you often will want to pass variable information from one shell to a subshell, a special
type of shell variable called an environment variable exists to make this possible. If you create an environment variable within a shell, that variable can be seen and referenced by any subshell created by that shell. Note, however, that any changes made to the environment variable within the subshell will not effect the value of the variable as it stands within in shell that called the subshell.

In the C-shell and its derivatives, you define an environment variable by using the command:

```
setenv variable-name value
```

So, to create a variable called `fruit` in the C-shell and assign it the value `apple`, the command would be:

```
setenv fruit apple
```

Note that unlike the "set" command, no equal sign ("=") is used with the "setenv" command.

The method for creating an environment variable in the Bourne shell and its derivatives is a little different. In these shells, you first create a standard shell variable and then convert that variable to an environment variable. This process of conversion is called "exporting" the variable. The command for exporting a variable is simply:

```
export variable-name
```

So, the full set of commands to create an environment variable in the Bourne shell called `fruit` with the value `apple` is:

```
fruit=apple
export fruit
```

Keep in mind that shell variables, like most things in UNIX, are case-sensitive. This means that the variable `fruit` and the variable `FRUIT` are two separate variables. Also, it's a convention to make standard shell variables all lower-case, and to make environment variables all upper-case. Note that we didn't follow this convention in the above examples, to avoid confusion.

**Listing Shell Variables**

Each shell provides commands that you can use to list all of your shell and environment variables. In both C-shell and Bourne shell derivatives the command "set" will list your shell variables. In the C-shell, the list will contain only the shell's standard shell variables, not the environment variables. In the Bourne shell, the "set" command will list all shell variables, including environment variables. You can use the command "env" in all of the above shells to get a list of environment variables only. In the C-shell, the command "setenv" without any arguments will also work.

### Standard Environment Variables

There are several standard environment variables that the shells will automatically set for you. They're often useful when writing shell scripts. Some of the more useful ones are:

<table>
<thead>
<tr>
<th>Environment Variable</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>TERM</td>
<td>the current terminal type in use</td>
</tr>
<tr>
<td>USER</td>
<td>the login name of the current user</td>
</tr>
<tr>
<td>HOME</td>
<td>the path name of the user's home directory</td>
</tr>
<tr>
<td>PWD</td>
<td>the &quot;present working directory&quot; (current directory)</td>
</tr>
<tr>
<td>HOST</td>
<td>the name of the UNIX host that you are using</td>
</tr>
<tr>
<td>$</td>
<td>the process id of the current shell</td>
</tr>
</tbody>
</table>

So, the command "echo $USER" will print out your user name and the command "echo $" will print out the UNIX process id of your current shell.

### Using UNIX Shell Features with the SAS System

There are a variety of methods that the SAS programmer can employ to interact with the UNIX environment, both in terms of executing commands as well as capturing shell and environment variables in your programs. Depending upon your application you have the following at your disposal:

- The X Statement
- The %SYSEXEC Macro
- The CALL SYSTEM Routine
- The PIPE Device Type

---

2 The Korn shell provides a "shortcut" for creating environment variables, in that the "export" command can be used to both set the value of and export the variable. The syntax of the shortcut is "export variable-name=value".
• The %SYSGET macro and SYSGET Function

In John Sims’ Observations article (see References), he deals specifically with how to pass information back and forth between SAS and programs running in the UNIX environment. Here we focus more specifically on how to get shell and environment variables into your SAS programs. Although we will briefly discuss executing UNIX commands from within SAS, please refer to Sims, 1995 for more information.

**Executing UNIX Commands from within the SAS System**

The X Statement

The X statement in SAS allows the program to execute a operating system specific command from within a SAS program. With this command, you can execute a single UNIX command or start a shell script. At the conclusion of the X command you have at your disposal a macro variable (%SYSREC) which contains the return code of the last operating system command you ran. The X statement can be useful when you want to list all the available processes, change directories, set environment variables etc. However, note that three UNIX commands are built in to SAS: “cd”, “pwd” and “setenv”, because they relate directly with the SAS session environment.

Suppose in our SAS program, we wanted to change directories so we could include some code from the user’s home or login directory. We can either use the ~ (tilde) or the environment variable $HOME to make that change.

```plaintext
x cd ~/SASDATA ;
or
x cd $HOME/SASDATA ;
x pwd ;
run ;
```

This program will produce something similar to the following in our SAS Log:

**NOTE:** Current working directory is `~bl/staff/gnelson/sesug`.

The %SYSEXEC Macro

The %SYSEXEC macro program statement essentially provides the same functionality as the X statement and can only be used in open code and not in a DATA step. The %SYSEXEC macro statement executes a system command immediately. Using the previous example, here we use the %SYSEXEC macro:

```plaintext
%SYSEXEC cd $HOME/SASDATA ;
%SYSEXEC pwd ;
```

And the result to our SAS Log is identical.

**NOTE:** Current working directory is `~bl/staff/gnelson/ sesug`.

The CALL SYSTEM Routine

The CALL SYSTEM routine provides a vehicle for issuing operating system commands from within a DATA step.

Depending on whether you are running SAS in an X-Windows environment or in a character-based environment, the output of the command will either appear in the window from which you invoke the SAS System or clear the window, display the output and prompt you to continue. An example of the CALL SYSTEM routine within a DATA step might be displaying a list of all the processes (jobs) I have running. A system command can take on these various forms:

**A UNIX command enclosed in quotes**

```plaintext
Data _null_ ;
call system(`ps aux | grep $USER `) ;
run ;
```

**An expression whose value is a UNIX command**

```plaintext
Data _null_ ;
    process = "ps aux" ;
    pipen = "|" ;
    whoseon = "grep $USER" ;
call system(process || pipen || whoseon) ;
run ;
```

**The name of a character variable whose value is a UNIX command**

```plaintext
Data _null_ ;
    process = "ps aux | grep $USER" ;
call system(process) ;
run ;
```
The PIPE Device Type

For those interested in reading data directly from a UNIX process or writing data to another process, the PIPE device type on the FILENAME statement can be useful. For example, if I wanted to mail myself a message after a SAS program ran to tell me whether or not I had any errors, I might use the PIPE device type.

Filename mailer pipe `mail -s "Weekly Job Status" $USER';
Data _null_
set weekly.jobstat;
file mailer;
if status=OK then put
'Everything ran fine';
else put 'Something was wrong, you need to check things.';
run;

The %SYSGET macro and SYSGET Function

Most of what we have discussed so far with respect to SAS has been how to get SAS to execute UNIX commands. The commands can be UNIX commands (like ‘ls’, ‘cd’, ‘pwd’) as well as shell scripts that we’ve written to provide some special functionality. What if we simply want to get the value of some shell or environment variable and put that into a SAS variable or macro variable? The tool(s) that we use here are the %SYSGET macro statement and the SYSGET function.

The %SYSGET function is a routine which allows us to simply capture the value of an environment variable. For example, say I want to know what kind of terminal emulation the user of this program is on, I can use the TERM environment variable.

data _null_
terminal = sysget(‘TERM’);
put terminal=;
rund;

Would result in:

TERMINAL=exterm

The %SYSGET macro statement is similar to the SYSGET function except that it applies to macro variables. For example, the following would write the value of the time zone to the SAS Log:

%let timezone = %sysget(TZ);
%put &timezone;

Examples

Example #1 - Shell Script:

Using a shell script to start the SAS System with multiple AUTOEXEC.SAS files

Occasionally, we need to do things in SAS that aren’t automatically built into the SAS System. In the example, below we simply start SAS by passing it various parameters. Generally what this script does is it looks for three files at startup. These three files contain valid SAS statements to include when SAS starts. Most commonly, we use these to establish libraries, macro options and locations of format libraries. Here we look for the user’s personal autoexec.sas file located in his/her home directory ($HOME). Next we set up the system tools and libraries. Finally, we look in a reserved directory for any libraries that a user has so they don’t have to establish those each time they invoke SAS.

#!/bin/sh
# This is a front-end script for sas. It configures the TERMINfo and
# TERMINFOADD variables to point to the database provided by sas. It
# also makes life easier by not trying to run sas under the X-windows
# environment when the DISPLAY environment is not set. If the DISPLAY
# variable IS set, it let's the user's defaults prevail. User
# specified command line options are also taken into account.

# Gregory S. Nelson - Created 18APR95
Summary

The UNIX operating system provides a rich feature set to the SAS programmer. Understanding the shells and shell concepts will help you understand the capabilities of SAS in this environment. This paper has sought to touch on some of the ways in which the SAS aficionado can get the most of UNIX.

In general, we have talked about the methods by which we obtain the values of shell variables and
environment variables and how to use that information within SAS. When you want to run a UNIX command, use the X statement, the %SYSEXEC macro program statement, or the CALL SYSTEM routine. When you want to obtain the value of an environment variable, use the $SYSGET macro program statement or the SYSGET function. Please refer to Sims, 1995 for a more detailed explanation of the advantages and disadvantages of these methods.
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